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**Цель работы:**

Реализовать шаблонный ассоциативный массив (map) на основе красно-черного дерева.

**Описание реализуемого класса и методов**

Класс Map состоит из вложенного класса Node с полями: T key(ключ, по которому хранится значение) и T1 value (значение, которое хранится по определённому ключу), bool color (цвет ячейки, необходимый для дальнейшей проверки сбалансированности), Node\* parent (указатель на родителя ячейки), Node\* left и Node\* right (указатели на левого и правого потомков), а также собственные поля Node\* Top (вершина дерева), Node\* TNULL (обозначение пустого листа и родителя корня).

Реализованный мной класс Map основан на такой структуре данных как красно-чёрное дерево. Выбранная структура данных является самобалансирующимся бинарным деревом, оно имеет цвета (красный и чёрный) и 5 правил. При несоблюдении хотя бы одного из них при вставке или удалении, будет требоваться перебалансировка. Заметим, что key и value являются шаблонными, что позволяет нам хранить ключ и значение любого типа данных. Класс содержит следущие методы:

* Конструктор – реализованы конструкторы по умолчанию для вложенного класса Node и для самого класса Map.
* Деструктор – реализован деструктор, вызывающий метод clear().
* *insert(T key,T1 value)* – функция добавления элемента в дерево по ключу. Добавление происходит точно так же, как и в бинарном дереве. Дальше следует проверка на соблюдение всех свойств, при несоблюдении хотя бы одного происходит перебалансировка.
* *remove(T key)* – функция удаления элемента по ключу.
* *find(T key)* – функция получения значения по ключу.
* *clear()* – функция, по одному удаляющая элементы при постфиксном обходе дерева.
* *get\_keys()* – функция, возвращающая список ключей.
* *get\_values()* – функция, возвращающая список значений.  *print()*– функция вывода дерева.

**Оценка временной сложности**

* *remove(T key)* – O(log n)
* *insert(T key,T1 value)* – O(log n)
* *find(T key)* – O(log n)
* *clear()* – O(n)
* *get\_keys()* – O(n)
* *get\_values()* – O(n)
* *print()* – O(n)

# **Описание реализованных unit-тестов**

В тестах, реализованных для класса Map мы протестировали добавление элемента в дерево с помощью функции *insert()* и удаление с помощью функции remove(), и проверили их c помощью функции find(), которая возвращает нам значение по ключу или бросает исключение. Так же мои unit-тесты затрагивают такие методы как get\_keys() и get\_values(), которые возвращают списки ключей и значений, и метод очистки дерева clear().

**Программа**

**Map.h**

#define COLOR\_RED 1

#define COLOR\_BLACK 0

#include"List.h"

using namespace std;

template<typename T, typename T1>

class Map {

public:

class Node

{

public:

Node(bool color = COLOR\_RED, T key = T(), Node\* parent = NULL, Node\* left = NULL, Node\* right = NULL, T1 value = T1()) :color(color), key(key), parent(parent), left(left), right(right), value(value) {}

T key;

T1 value;

bool color;

Node\* parent;

Node\* left;

Node\* right;

};

~Map()

{

if (this->Root != NULL)

this->clear();

Root = NULL;

delete TNULL;

TNULL = NULL;

}

Map(Node\* Root = NULL, Node\* TNULL = new Node(0)) :Root(Root), TNULL(TNULL) {}

void printTree()

{

if (Root)

{

print\_helper(this->Root, "", true);

}

else throw std::out\_of\_range("Tree is empty!");

}

void insert(T key, T1 value)

{

if (this->Root != NULL)

{

Node\* node = NULL;

Node\* parent = NULL;

/\* Search leaf for new element \*/

for (node = this->Root; node != TNULL; )

{

parent = node;

if (key < node->key)

node = node->left;

else if (key > node->key)

node = node->right;

else if (key == node->key)

throw std::out\_of\_range("key is repeated");

}

node = new Node(COLOR\_RED, key, TNULL, TNULL, TNULL, value);

node->parent = parent;

if (parent != TNULL)

{

if (key < parent->key)

parent->left = node;

else

parent->right = node;

}

insert\_fix(node);

}

else

{

this->Root = new Node(COLOR\_BLACK, key, TNULL, TNULL, TNULL, value);

}

}

List<T>\* get\_keys()

{

List<T>\* list = new List<T>();

this->list\_key\_or\_value(1, list);

return list;

}

List<T1>\* get\_values()

{

List<T1>\* list = new List<T1>();

this->list\_key\_or\_value(2, list);

return list;

}

T1 find(T key)

{

Node\* node = Root;

while (node != TNULL && node->key != key)

{

if (node->key > key)

node = node->left;

else

if (node->key < key)

node = node->right;

}

if (node != TNULL)

return node->value;

else

throw std::out\_of\_range("Key is missing");

}

void remove(T key)

{

this->delete\_node(this->find\_key(key));

}

void clear()

{

this->clear\_tree(this->Root);

this->Root = NULL;

}

private:

Node\* Root;

Node\* TNULL;

//delete functions

void delete\_node(Node\* find\_node)

{

Node\* node\_with\_fix, \* cur\_for\_change;

cur\_for\_change = find\_node;

bool cur\_for\_change\_original\_color = cur\_for\_change->color;

if (find\_node->left == TNULL)

{

node\_with\_fix = find\_node->right;

transplant(find\_node, find\_node->right);

}

else if (find\_node->right == TNULL)

{

node\_with\_fix = find\_node->left;

transplant(find\_node, find\_node->left);

}

else

{

cur\_for\_change = minimum(find\_node->right);

cur\_for\_change\_original\_color = cur\_for\_change->color;

node\_with\_fix = cur\_for\_change->right;

if (cur\_for\_change->parent == find\_node)

{

node\_with\_fix->parent = cur\_for\_change;

}

else

{

transplant(cur\_for\_change, cur\_for\_change->right);

cur\_for\_change->right = find\_node->right;

cur\_for\_change->right->parent = cur\_for\_change;

}

transplant(find\_node, cur\_for\_change);

cur\_for\_change->left = find\_node->left;

cur\_for\_change->left->parent = cur\_for\_change;

cur\_for\_change->color = find\_node->color;

}

delete find\_node;

if (cur\_for\_change\_original\_color == COLOR\_RED)

{

this->delete\_fix(node\_with\_fix);

}

}

//swap links(parent and other) for rotate

void transplant(Node\* current, Node\* current1)

{

if (current->parent == TNULL)

{

Root = current1;

}

else if (current == current->parent->left)

{

current->parent->left = current1;

}

else

{

current->parent->right = current1;

}

current1->parent = current->parent;

}

void clear\_tree(Node\* tree)

{

if (tree != TNULL)

{

clear\_tree(tree->left);

clear\_tree(tree->right);

delete tree;

}

}

//find functions

Node\* minimum(Node\* node)

{

while (node->left != TNULL)

{

node = node->left;

}

return node;

}

Node\* maximum(Node\* node)

{

while (node->right != TNULL)

{

node = node->right;

}

return node;

}

Node\* grandparent(Node\* current)

{

if ((current != TNULL) && (current->parent != TNULL))

return current->parent->parent;

else

return TNULL;

}

Node\* uncle(Node\* current)

{

Node\* current1 = grandparent(current);

if (current1 == TNULL)

return TNULL; // No grandparent means no uncle

if (current->parent == current1->left)

return current1->right;

else

return current1->left;

}

Node\* sibling(Node\* n)

{

if (n == n->parent->left)

return n->parent->right;

else

return n->parent->left;

}

Node\* find\_key(T key)

{

Node\* node = this->Root;

while (node != TNULL && node->key != key)

{

if (node->key > key)

node = node->left;

else

if (node->key < key)

node = node->right;

}

if (node != TNULL)

return node;

else

throw std::out\_of\_range("Key is missing");

}

//all print function

void print\_helper(Node\* root, string indent, bool last)

{

if (root != TNULL)

{

cout << indent;

if (last)

{

cout << "R----";

indent += " ";

}

else

{

cout << "L----";

indent += "| ";

}

string sColor = !root->color ? "black" : "red";

cout << root->key << " (" << sColor << ")" << endl;

print\_helper(root->left, indent, false);

print\_helper(root->right, indent, true);

}

}

void list\_key\_or\_value(int mode, List<T>\* list)

{

if (this->Root != TNULL)

this->key\_or\_value(Root, list, mode);

else

throw std::out\_of\_range("Tree empty!");

}

void key\_or\_value(Node\* tree, List<T>\* list, int mode)

{

if (tree != TNULL)

{

key\_or\_value(tree->left, list, mode);

if (mode == 1)

list->push\_back(tree->key);

else

list->push\_back(tree->value);

key\_or\_value(tree->right, list, mode);

}

}

//fix

void insert\_fix(Node\* node)

{

Node\* uncle;

/\* Current node is COLOR\_RED \*/

while (node != this->Root && node->parent->color == COLOR\_RED)//

{

/\* node in left tree of grandfather \*/

if (node->parent == this->grandparent(node)->left)//

{

/\* node in left tree of grandfather \*/

uncle = this->uncle(node);

if (uncle->color == COLOR\_RED)

{

/\* Case 1 - uncle is COLOR\_RED \*/

node->parent->color = COLOR\_BLACK;

uncle->color = COLOR\_BLACK;

this->grandparent(node)->color = COLOR\_RED;

node = this->grandparent(node);

}

else {

/\* Cases 2 & 3 - uncle is COLOR\_BLACK \*/

if (node == node->parent->right)

{

/\*Reduce case 2 to case 3 \*/

node = node->parent;

this->left\_rotate(node);

}

/\* Case 3 \*/

node->parent->color = COLOR\_BLACK;

this->grandparent(node)->color = COLOR\_RED;

this->right\_rotate(this->grandparent(node));

}

}

else {

/\* Node in right tree of grandfather \*/

uncle = this->uncle(node);

if (uncle->color == COLOR\_RED)

{

/\* Uncle is COLOR\_RED \*/

node->parent->color = COLOR\_BLACK;

uncle->color = COLOR\_BLACK;

this->grandparent(node)->color = COLOR\_RED;

node = this->grandparent(node);

}

else {

/\* Uncle is COLOR\_BLACK \*/

if (node == node->parent->left)

{

node = node->parent;

this->right\_rotate(node);

}

node->parent->color = COLOR\_BLACK;

this->grandparent(node)->color = COLOR\_RED;

this->left\_rotate(this->grandparent(node));

}

}

}

this->Root->color = COLOR\_BLACK;

}

void delete\_fix(Node\* node)

{

Node\* sibling;

while (node != this->Root && node->color == COLOR\_BLACK)//

{

sibling = this->sibling(node);

if (sibling != TNULL)

{

if (node == node->parent->left)//

{

if (sibling->color == COLOR\_BLACK)

{

node->parent->color = COLOR\_BLACK;

sibling->color = COLOR\_RED;

this->left\_rotate(node->parent);

sibling = this->sibling(node);

}

if (sibling->left->color == COLOR\_RED && sibling->right->color == COLOR\_RED)

{

sibling->color = COLOR\_BLACK;

node = node->parent;

}

else

{

if (sibling->right->color == COLOR\_RED)

{

sibling->left->color = COLOR\_RED;

sibling->color = COLOR\_BLACK;

this->left\_rotate(sibling);

sibling = this->sibling(node);

}

sibling->color = node->parent->color;

node->parent->color = COLOR\_RED;

sibling->right->color = COLOR\_RED;

this->left\_rotate(node->parent);

node = this->Root;

}

}

else

{

if (sibling->color == COLOR\_BLACK);

{

sibling->color = COLOR\_RED;

node->parent->color = COLOR\_BLACK;

this->right\_rotate(node->parent);

sibling = this->sibling(node);

}

if (sibling->left->color == COLOR\_RED && sibling->right->color)

{

sibling->color = COLOR\_BLACK;

node = node->parent;

}

else

{

if (sibling->left->color == COLOR\_RED)

{

sibling->right->color = COLOR\_RED;

sibling->color = COLOR\_BLACK;

this->left\_rotate(sibling);

sibling = this->sibling(node);

}

sibling->color = node->parent->color;

node->parent->color = COLOR\_RED;

sibling->left->color = COLOR\_RED;

this->right\_rotate(node->parent);

node = Root;

}

}

}

}

this->Root->color = COLOR\_BLACK;

}

//Rotates

void left\_rotate(Node\* node)

{

Node\* right = node->right;

/\* Create node->right link \*/

node->right = right->left;

if (right->left != TNULL)

right->left->parent = node;

/\* Create right->parent link \*/

if (right != TNULL)

right->parent = node->parent;

if (node->parent != TNULL)

{

if (node == node->parent->left)

node->parent->left = right;

else

node->parent->right = right;

}

else {

this->Root = right;

}

right->left = node;

if (node != TNULL)

node->parent = right;

}

void right\_rotate(Node\* node)

{

Node\* left = node->left;

/\* Create node->left link \*/

node->left = left->right;

if (left->right != TNULL)

left->right->parent = node;

/\* Create left->parent link \*/

if (left != TNULL)

left->parent = node->parent;

if (node->parent != TNULL)

{

if (node == node->parent->right)

node->parent->right = left;

else

node->parent->left = left;

}

else

{

this->Root = left;

}

left->right = node;

if (node != TNULL)

node->parent = left;

}

};

**List.h**

#include "iostream"

using namespace std;

template<typename T>

class List

{

private:

class Node {

public:

Node(T data = T(), Node\* Next = NULL)

{

this->data = data;

this->Next = Next;

}

Node\* Next;

T data;

};

public:

void push\_back(T obj) // add to the end of the list

{

if (head != NULL)

{

this->tail->Next = new Node(obj);

tail = tail->Next;

}

else {

this->head = new Node(obj);

this->tail = this->head;

}

Size++;

}

void insert(T obj, size\_t k) // adding an item by index (insert before an item that was previously available by this index)

{

if (k >= 0 && this->Size > k)

{

if (this->head != NULL)

{

if (k == 0)

this->push\_front(obj);

else

if (k == this->Size - 1)

this->push\_back(obj);

else

{

Node\* current = new Node;//to add an element

Node\* current1 = head;//to search for the total element

for (int i = 0; i < k - 1; i++)

{

current1 = current1->Next;

}

current->data = obj;

current->Next = current1->Next;//points to the next element

current1->Next = current;

Size++;

}

}

}

else {

throw std::out\_of\_range("out\_of\_range");

}

}

T at(size\_t k) {// getting an item by index

if (this->head != NULL && k >= 0 && k <= this->Size - 1)

{

if (k == 0)

return this->head->data;

else

if (k == this->Size - 1)

return this->tail->data;

else

{

Node\* current = head;

for (int i = 0; i < k; i++)

{

current = current->Next;

}

return current->data;

}

}

else {

throw std::out\_of\_range("out\_of\_range");

}

}

void remove(int k) { // deleting an item by index

if (head != NULL && k >= 0 && k <= Size - 1)

{

if (k == 0) this->pop\_front();

else

if (k == this->Size - 1) this->pop\_back();

else

if (k != 0)

{

Node\* current = head;

for (int i = 0; i < k - 1; i++) //go to the pre element

{

current = current->Next;

}

Node\* current1 = current->Next;

current->Next = current->Next->Next;

delete current1;

Size--;

}

}

else

{

throw std::out\_of\_range("out\_of\_range");

}

}

size\_t get\_size() { // getting the list size

return Size;

}

void clear() // deleting all list items

{

if (head != NULL)

{

Node\* current = head;

while (head != NULL)

{

current = current->Next;

delete head;

head = current;

}

Size = 0;

}

}

public:

List(Node\* head = NULL, Node\* tail = NULL, int Size = 0) :head(head), tail(tail), Size(Size) {}

~List()

{

if (head != NULL)

{

this->clear();

}

};

private:

Node\* head;

Node\* tail;

int Size;

};

**Пример работы**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABE8AAAKACAYAAABtzFZMAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAELNSURBVHhe7d1/bNzpnR/2D+Uf57v6fL5zm9wdI21R7R7pPTc5ZK+pZ6kEogK0WAlo3RbgAZIA/bemWBQWEEwKCd6/1pCAEEnXBSJxjaCAgKWQsAhgIBEX6Q+RQMQlkthucnF91K03OEnmFb7kcqfId96zd5ed5zvfGc4MZ54Z/hB/vl72SDPf+fL7c2ah583P8zxDo6OfXwsAAACOpE9+8lPxwQc/LV8B3RThye/8zvfKlwAAAAA0/KW/9JfjWPkcAAAAgA4/+cn7whMAAACAHOEJAAAAQIbwBAAAACBDeAIAAACQITwBAAAAyBCeAAAAAGQITwAAAAAyhCcAAAAAGUOjo59f+53f+V75srd/uvRO+Wxn/NWxl8tnAAAAAPvT5z//4uDhyfW/9bfLZ5tz7Nix+MxnPhN/+id/Eh/7+Mfj4x/7WDz90Y/i2t/8G+UaAAAAAPtTCk821W1n7YNj8dFPOh5/tvHxYfEYig/fH4qhDz4RJ375P42f+din4xd+9pfiz3/uV8qtAQAAAIMYGqq1rzfxOMjS8X/7298uX/WW1tmtc91UePL+7306fvSvfime/stfjKff+cV48u3Pxh9/+xfij771C/Hv//ln4g//2c/HHy5/Ov5d7fFvlz4df1B7/ODeJ+PezMP43X/0Qfw/c/8hvvWPfr/cWt73vz7WduOHhr4cb5fv1b0dXx4ai69/v3zZ5vvx9bGh+HL7D9S9/eUYGvt6bY3dkDvG7orz7nrgW/P2l9uvXXo9VhzQ5o9t/zlI55A/1vX7MpjNrt9X+l4MdC07v1v589r4Pa4/tnLsO37OGxzWewQAwGGxtrY20OOg+9a3vhW/+Zu/mQ1Q0ntpnbTubjhWa8cMLFWTfPDjiA/+dCh+Wvv7pz+uva49/+BPa8uK5RE/Se/9Se292vOf/sla/ORHa/GjP/5JvP/0w/jxkw/i/R/9tNxaL/V/+L9w5Qsx3/oBmI/4Zltj4JX40qvvxNzdZ9mY2q69P8ZX3kzX783akXQ6CNevn4N0Dvv5WGvfua99o3zeWwoDhoZeiCttwx8NcF6vzq9/j4vHfHzhygu1bXUGonvtsN4jAAA4WF566aVsgNIanKR1d8OxWltmYB999FF8+EH98fFPfixO/3cvxn998TfiP/vCn28u//DD+t/P/8Vfid/86yebr9ffz+/w+1+/FFfijXi3s8H/ypvxZkcC8Er1jai1dGrNiv1rPx/jQbh+/Rykc9ivx1p8577warxavu7q7S/H2W+8GvNr8xvW2/x5vRJvrr0bb7z8jTi7z8ojDus9AgCAg6ZXgLIXwUly7Jf/4unyaX8ffbgWH36wFj/3mZ+Jz//mX4i/8MLnYvjkL8Wnf+FT8UEzIPmwCExe+I0UnjwfH7WEJumx9lEuPHk7pq+8E69+9SvxfLlkg+9/PcYapevPn4uJuBLT22l/FaXwje4E7SXx7V0OWt9rlMWnMv/0Xvkb9G7b6nOM9d8Ul4+xr8e75fKm4nzb11k/xMZx1P9u228p23Ugd2wDX5fao60B3KXrQ3EOjSqDHtcuvdOx3dbN9rwXPc9h0P10v15t63Tp5pW/BjVb+Cy0yd73ddnjHGQbtXUupSqvN79ULujhlTd7VDDVbOl7+Hx85au1Jv43vtm8L0nu3jT0Pud+n726zu/c22l7jft3WO9RF72udX156zUr//vS8hkf5D4BAMB2dQYoexWcJMc+9omfKZ/291FRRfJhnHjhc/HfX/4v43//X9+Jv1t9O/7ZP3m3CEg++iji07/ws3Hs2FD86dM/iz/78U/j05/9VOqYVfxsCk5S2X5Pb38zvhGvxpcG/dd/rQF2buLlWvtrkJZOF6nhcva78ca7ZXeC+YnyjXrj4IW5iXi36GaQ3vtCXHmhvRH23a99M14sfrbWYOm5rd7HmBpxZ7+bqmzKn/nq9+JsR7399+9+LyYa20y/ra817F7oaKh/4+yliNv1deZffSeuXOreiNuox7H1uy5tXapqx/Tds5sep6Xt2tVeb9juu2/Ei/VV+9yL/Geg63763Nd3rrwQl+J2/f0u17zvNdjCZ6HTIPe973H23UatUXzpSnxhfvAGd3db/B6+8GK8HN+N321ptG/33vTT/zt3WO9Ru9y1fv4rt4uqoK+ViUizGrAs/RvkPgEA7Kb1X+oM9uBgaQ1Q9io4+cxnfn5zA8Z+9FG9euTDFILU/levRKlXlqRw5Od+/pNx5evn4vm/+Mtxb+5fx7f+7/fib/zd/yY+/dmfLbewA57/SiytLcVXytKU589NxMsdv73enC/ErzXKXF75SrndVAET8cbtlgqYV6pFg6KtTTVRbR5HXbdt9TrGt+Ob33i5Yx9vxnxHvf3zX3mzZR/lb+u/+7tt4cjLb9xurpO6Hbz8zvc2VrD00Pv6Za7Lu60Nudox3a7tc7P3oO3alRVHrQ3E2n3+SvGi/73IfgY27GeA+/rqfCw1f6hxfl8rf7s+6DXYzGdho0Hue/44+2/j7S+/EFe+ML+hO9xWbOl7+Pyv1a5Sw07cm34G/M4d0nu0rt+1rh9nXJmurdm57oD3CQBgF9V/ETX4AzZrZGRkk+FJEZZ8WPwdtf+vd8epByg/+uP34+//naV49ODfxY//5CfxO//iB/GP/7dvx8X/+a8V46I8E7VG9ldf3eI/3FOJfu0f/WeH2ruI1Ctg3okrL7QmlBsHYfxCs3Vc02tbSbdj/P7vxndbG9ilF158uXy2Lv2mt3kcZzcOGtl2HIX13+b31e3Ystdl4zHXG8Gb2GdN2zHnKo4GuReZz8DG/fS/ry+/+EL5rNTayB/kGmz2s9BDv/uePc5Sz22k8TFSBcZOtcq38j0svgOlnbg3/Qz6nTus96hhE9+ps0Nn4xuvfnU94BnwPgEAwE5p7arT2oVnN/2Lf/GtzYYnH8WHP/0ofv/f/PtY+If/b/y1L70Y/+2r/0X82l/+1aIq5djHj8XxFz4XP/fz9a5AT/7wT+PBt1dj5KXh+IXP/VyxLKujjH9Qr3zp1fjG1zZ2Vflu3w09H19ZWiu6iHz3bGoEtJaep4EXN6aUvdsxuW11OcZ3v1drgvRTH6+jvUS+49fkO2Dj9cufy+7rfy96fQY22ux93YpNfhY22In7ntvG9+szt7xzJV5oNoBrjeRGo3hD4jOYwe9BKX0HXp6Ic80w4xnfm4G+c3WH9R6t63+tG6HShgBoV75DAACwcXDYzjFQdtOxP/q3/1/5tL9UZZKqTlJ48n/c+ZfxuV/5+Xhu9D+Jz6ZgZC3i4yk8+bX/OH72058sfyLipz/5ML67/KgIUvoqfmNfaxxsbuTJ1NKJV9+Zi/UZRuvjFrzzvY2dV97+Zq1B8oVfq63R4vnUFejdovS86Oe/xRCn0Lmths5j7LGPd7/X0rwrflNea6gsrZfIf/93m7+r3zkbrl9p0OvS4zf6Tf0arbnrPei96HUOrQbc1obPTWu1yWauwaCfhU4D3vfscWa3UYY7bY3fNEPLy/VxWrbaCh7kHjS9HV8++431waF34t500/rZ67GPtu9cw2G9R8kg17oxSO27qfvOpfVuUQPeJwAA2K5eg8PuVYBy7P0fDN4YX0tTFX+YBoZdK7rofOOr/2f8nf/pH8Xy279bvP+jJ/Vl/+a7PyxeJ92W9ZYaDLUGwjfObpx14u0v17tApME4N8zu8ErUZxhdX1gft+BsR7eTNJVnrfFRLRsejW22KLp5FCXr6Te8rRUD34+vfznzm+he22rqOMbGPloHdy2Or3ze1NJQKRo0g/7ufDM6jm2z1+VSGgShWo4B8kK82BaA1RvJWd22WzvXr6cXA9+LjZ+BDQbdVtvnpn78LzfOb5BrsNnPQlcD3PfccRa28dnp+j3rZ5Dzqim2nbqDtIzlsRP3pt9nrxHO9v3OJYfsHrWu2/dat3yea+sWw580rtmg9wkAALahV3DSsBcByqa67ezO0DqvxJuNWSea5eq1x9dejEbm0U0KS+oDHJZq/8hfanabKB/FDCjrg82m36Kuv/9CzE2822zMvfJmmrmmPm5F8/0XzzV/Q7xBZlsNncf4ypsd5/nNL8W7b7SMv9BouKQy/fR+mlTnGXTbSdqOrc91efeN77Zfl9r7bYNiNgKw4v1vxpdq92HjSC7tNlzvF+ZSW7j7ez3uxYbPQBeDbOvlN+bjxa813q838tfPb4BrsIXPQpsB73v2OHfxs9Oq63k1Pwvl44XvxVdTJUXHRdn+ven32Uvv9/nOtTis9yjJXetikNraVbpdHufzX/lqvPrOlbhUpjSDfh8BANh59X9/9X8cdLngpKE1QNkNQ3/5v/qttW//k79fvuzt+t/62/HjPxyKD39cLtiij/1sxM9+bi2u/c2/US7ZKd+Pr4+9EN/76n7ue7+fj/EgXL9+tn8OaSrbr73YGgY9K4fhendz8M6r9z0/rPcIAADYjM9//sUY+usXrqz9X2/9L+Wi3v7p0s52F/mrY/1qETYvzVrxwve+ur3xAJ6x/XyMB+H69bPdc9i98ORwXO9uDtR5vf3lGDobMb/WOvX0usN6jwAAgMFtKjyBo2A3wxN2X7q/7WOcvNozOAEAAEiEJwAAAAAZKTzZ1ICxAAAAAEfNsbWPdmcOHQAAAICD6Njv//ZC+RQAAACATsfiw5+WTwEAAADoZMwTAAAAgAzhCQAAAECG8AQAAAAgQ3gCAAAAkCE8AQAAAMgYGh39/NoPfvC4fAkAAABwMD19+jSePHlSvtoZX/xiReUJAAAAQI7wBAAAACBDeAIAAACQITzpYujcjVhcvBHnhobqr4dGY2p2MRZvnCte91L/udp6jUef9bdjdGo2FmenYrQ8xm6Ghs7Fjdpx3DjXex0AAACgt0996lPr4cm5Gy2N/vIxOzVavrt/FSFCyzFvNygYGp2Kt6qVWJ27HXfX1sqlg1m7ezVOnz4d4+OTMbdaLtxDa2t343btQCrVBQEKAAAAbMH777/fUXmyOheT4+P1AGB6OYYnZvZ1ozsFPjMTj2K65Zgr1bdianRrx5wqNa7PTMTw8nRcuLlSLj3YVm5eiMkiQLnerKQBAAAABte72878/Viu/VU5dbb+ep9JQcepSsTy9LX1CpH52zG3OhwTl7Z2zCOXz0eldtbT1+bLJYfDg1t3amdVier1/XkvAQAAYDdduXKlfDaYgzvmychzcSJW4/F75euatbWVuLe0GnHiuexYIN2kMObSxHDf7jpt3YT6jDnSS2dXo15jo7R3pZrNVtSk7kazPdZrdN+JyinVJwAAABxpjeBkMwFKz/CkXoWxGnO393MVxnAcP1k+bTV8PLotzjp7qjjfpXsPygVdVKoxM7ZUdG0aH5+O5eGJmNlkNUcaVPa1eL3oZlQfH6W2ndp2W8eXaQz0Wj3R0o1q/PWIM933VYzTUnY3On36Qtxc2Rj+PLi3VDu7SuzTQiIAAAB45joDk0EDlPbwJIUBCwtFpUN9LJGLXRvi+8KDe5GKTCrnLzerP1KI8NrEcPF8s0aeO1H781E8zGQnxZgwF2/Fytralqs50qCyreOppO3cX055z3rc0+w+VO4rSVU1N2/eLZ63Gbm8Hpxc7fJ+Q3m9Tjw3Ui4AAACAo6M1KHnjjTfKZ4MFKF0HjE0Dr0at+X7+cntDuzllb7MrycZuIru1TgoTbl0sqz/KwGfhtYg7KdBYfRwtvXkG1+/nHj1shhnJg4ePan+eiM3mEZ0zG1Ur5Rulk8eHI5bv95/tJ537IMFJi9aQBgAAAI6CbsHJZgKUrt12UnVEyk+GJy61VVUU1Q8X6t1N1h/t3UR2d527cbX1/Qs3I1Lw0BFyDGwr3X36Vat0SMFJtbLcnCEoPYqsqpRCo6IIZhAp7Eo/3NHtJ2e1dZAYAAAAOEJaA5Ok83UvPcc8mU99SbpUn+xnzRl47m9+nJatVJEUXX02UeXSOL5cVUkKjYpDGbQ70Py1YirivtNKj5yJsSJX2kTSAwAAAIdEr6BkkAClZ3hSn/Y3YnjszJZmlNltxaCpC9U4MTcZV+9uoeqkmJp5OMbODJaeNMZXWb6zPi5Jf+/F49o1bZ0NqF6JUjxtmr89Vwzu2jq1cNGNaar7rDwrNy8U1SuV6kLPAGXkzFjt7JZjC7kSAAAAHGj9ApJ+7x/71b90pnzaLlVA3LpT9N2JS/t0hpbWKX8XZsZiaXK8bTDWzWgO3NrRVSlJ16KYArlSbdnfRDyaHm8LahrHs7AwE8W4tc3162O1FNf09blYbRmn5fzjyaJypNXays24WM7C09xfGtDlXu/kY/7aZBF2dQtQUvByJpWdDDKOCgAAANBm6Mxv/Y9r//zu7fLl0Za61VxfqEZlEwOwHgQp1KnPnnRNeAIAAMCh9fTp03jy5En5amd88YuVTLedIyhVn1ybnIvVTQzAut8NnbsRMxMRc5OCEwAAANgK4UmHosvM9HLX7jsHTVFJU63E8vTFtlmKAAAAgMHptgMAAAAcCrrtAAAAAOwBlScAAADAoZAqT77zne+Ur7bv5MmTKk8AAAAA+hGeAAAAAGQIT/ZYmkp4cfHGrs3sc+7GYizeOFe+qs/Ic2NxMW6cO9gzCwEAAMCzsifhydDoVMwesAZ7PeRY3PDYzjmk6/BWtRKrc7fj7treTCW8tnY3bs+tRqW6IEABAACALo79/r+6Vz6lv+WYHh+P06dPNx9X724t9EgVH9dnJmJ4eTou3Fwpl+6NlZsXYrIIUK7vWgUMAAAAHBS67eyRkcvno5LCmGvz5ZK99eDWndrRVKJ6/Wy5BAAAAEiEJ3sgVZ1cmhju2V2n6CI0OxWj5XgkvboIbehK1DKWSUPnOtVK+UaHRvedqJxSfQIAAAAthCebUonqwkIziNjyGCFnT9W2tBpL9x6UC7oYnoiZhWrEdL2bUGe3mhSK1N+uvz8+Ph3LlWr7YLDFOidibnK9q9H0cvlmFw/uLdWOqhKnFJ8AAABAk/BkQGt3rzYDiPSohxkLMTs1Wq4xuJHnTtT+fBQPM9lJsjw93hxTpR5snIjnRiKGhkbj8vn2gWY7K0fW13k9bq4MOC7Lg3uxVNvEibQTAAAAID71qU/t3/AkNf6nZte7m9QfszE1ul7tsZvrdHpw6/VIWcXw2JkY3Uo3l9XH8V75tLvluN8yHMrays24cPpCGYScjOPDqThlpu2YZyZqCxtGzsRY7eWjfglNF8PHT5bPAAAA4Gh7//339294sra2EjcvrFd61B+N8KBuN9fplH7m4aPyxVYMH4/tRhSpMqX9mNPj6ranPV59nI91AAAA4CjRbWeL0qCvp9Lgq48exsomw4oHRepS74KzNe/F46KHTmZwkgcPo9hLy06ax9zLNqpVAAAA4LASnmzR2evVrU81PH+/9pPDMXZma+lJqnq5lwYnqVR7DlqbxkC5v7zerSgFJ9cX0jH3NnJmrHZU7d2FAAAA4Kjb0/AkDbjaOmZHv3FG9tLo1GzbsVZjestdZJrBxsSlLU8LvHLzQnPQ2tbjap1tZ/7aZMxFmrVnIRbKmXvSz3STxn05k8pOlu9vu9sPAAAAHCZDo6OfX/vBDx6XL9ktzUqQ5ek4ffVuuXTvpHBoZuJRTI9fE54AAABwID19+jS+853vlK+27+TJk/HFL1Z029krqfrk2uRcrFaqW5rueCcNnbsRMxMRc5OCEwAAAOgkPNlDafrhi9PL2+q+s11FBUy1EsvTF7OzCwEAAMBRpdsOAAAAcCjotgMAAACwB4QnAAAAABl72m1naHQq3poZi6VJ420AAAAA25O67Tx58qR8tTN02wEAAADoQ3hyhKQpiRcXbzRn9hkaGo2p2cVYvHGueN1L/edq6zUefdbfjtGp2VicnYrRzOxDaYagG7XjuHFub2YoAgAA4Gg59OFJ6ho0e8Aa2hvCisXZmBrd3vEXXaSqlVidux131zbXRWrt7tU4ffp0jI9PxtxquXAPra3djdu1A6lUFwQoAAAAPHMqT/ahRljReEzORUzMvLXlACVValyfmYjh5em4cHOlXHqwrdy8ULsuKUC53qykAQAAgGdBeHIAPLh1J5ZjOI6fLBds0sjl81GpbWH62ny55HCoX5dKVK+fLZcAAADAzjv2ZPivlE/Zt0aeixPl081KVSeXJob7dtcpxhppdBPqM+ZIL23bSI8eY6Ocu9GyTp8uSY1uV93Wa3Tficop1ScAAAA8MypPDoCzlyZieHUubm+lcOTsqajEaizde1Au6KJSjZmxpZgcH4/x8elYHp6ImU1Wc6RxWl6L15tdjYrt1LY7OzVarlEPctJAr9UTc8W+6uu9HnGm+77qU1nXuxudPn2h63TWD+4t1c6uEqcUnwAAAPCMCE/2qdZBY6uV1Zh7/VasbHKg12TkuVSz8igeZrKTWJ2LyYv17W+1miON09I6nkrazv3liOGWvkbN7kPlvpK1tZW4efNu8bzNyOX14ORql/cbHtyLpdrhnnhupFwAAAAAO0t4UtOcsrcMK7p1J9nNdZLWQWPHJ5dibGahrYpjU1Yfx3vl064ePWwLZh48fFT780RsNo9o746TQp/yjdLJ48MRy/f7z/aTKl8GCU5atIY0AAAAsJOEJzVF9cOF9dlt6o/2biK7uU6ntZWbcSdVcYyd2dJYJDF8PDYfLfSpVumQgpNqZTmmy+446TFdO+aGFBoVRTCDSJUw6Yc7uv3krD7OxkMAAACwZcKTQ24rVSRFV59+1Sot0lgmp1KVSaaqJIVGxaEM2h1o/loxFfHwxEzcOJdZf+RMjA2n4plNJD0AAACwCcKTAyCNf5K6wCzf2cK4J/P3i2mOx84Mlp6kQVpfmxje5L7ei8ertb9OPNesjKlXohRPm+ZvzxWDu7ZOLVx0Y5rqPivPys0LRfVKpbrQM0AZOTNWO7vluH+4ZmEGAABgHzky4UlqgLeOx9FtnJH9onPskIVqFN1hrt7dZHBS0xy4deLShoqPVA1yL422Wqmu72tmIh5Nt++rMQXxwsJMTAzXFjTXr1/DtJ1br8/FahqrZKF+nc8/niwqR1ql7kcXy1l4mvtbeC3iXu/kY/7aZBTj13YJUFLwciaVnQwyjgoAAABs0dCv/PVLa0//2T8sX+6u+lS0Y7E0eTE75gfbk7rVXF+oRmUTA7AeBCnUmZl4FNPj14QnAAAAxNOnT+PJkyflq53xxS9WdNs5ClL1ybXJuVjdxACs+13qyjQzETE3KTgBAADg2RKeHBFFl5np5a7ddw6aopKmWonlaRVLAAAAPHtDV65cWft7f+/vlS8BAAAADqZn1m3nH/zr/1C+BAAAAKDTsYgPy6cAAAAAdNrTMU/SbDuz+3jKYAAAAAADxgIAAABkCE+OkDS97+LijeZsO0NDozE1uxiLN84Vr3up/1xtvcajz/rbMTo1G4uzUzGamREozbZzo3YcN86pWAIAAODZOxbxyfLp4XTuRkujv3zMTo2W7+5vnaHFdsKC1EXqrWolVudux921zU3vu3b3apw+fTrGxydjbrVcuIfW1u7G7dqBVKoLAhQAAACeuWO/9Z//R+XTQ2x1LibHx+sBwPRyDE/M7PtGdwp9FqoR0+Vxp8fVu5sLPRpSpcb1mYkYXp6OCzdXyqUH28rNCzFZBCjXm5U0AAAA8Cwc+wf/+o/Kp0fE/P1Yrv1VOXW2/nofShUn1cpyTI9f23SVSDcjl89HpXbW09fmyyWHw4Nbd2pnVYnq9f17LwEAADj4jHmyD509tbXuNd2kqpNLE8N9t1eMNdLoItRnzJFe2raRHj3GRmnvSpWfbak+I1P39Rrdd6JySvUJAAAAz8yRC0/qVRirMXd7f1ZhpLDjVCXi0cOTxaCozZBhi4FGnD1VnO/SvQflgi4q1ZgZWyq6No2PT8fy8ETMbLKaI1XLvBavN7sYFdupbbd1fJnGQK/VEy3dqMZfjzjTfV/FOC1ld6PTpy/EzZWN4c+De0u1s6vEPi4kAgAA4IA7GuFJCgMWFooQYmbiUUyPX+zaEN9PKtVTcb8ZMEzGXGw+0EhGnjtR+/NRPMxkJ8WYMBdvxcra2parOdKgsq3jqaTt3F+uXfrjJ8slLd2Hyn0la2srcfPm3eJ5m5HL68HJ1S7vNzy4F0u1wz3x3Ei5AAAAAHbW0QhPygFj02CxUWu+n7/c3tBuTtnbWunR0U1kN9dJlqfXxztJAcOtO7Vjr5zfsN5AVh/He+XTrh49bIYZyYOHj2p/nojN5hGdMxtVK+UbpZPHh2sndr9/d6QUdg0SnLRoDWkAAABgJx2pbjupOiLlJ8MTl9qqKorqhwv17ibrj/ZuIru5TrKjlRTDx2Pz0UKfapUOKTipD3K7PjtQkVWVUmhUFMEMIoVd6Yc7uv3krD7OxkMAAACwZUduzJP51JekS/XJ/vFePF7dWEkxUPebLrZSRVLsq1+1SovGOC25qpIUGhWHMmh3oPlrxVTEfaeVHjkTY8OpeGaTFwYAAAAG8GT4rxy98CTmb0ca0mN47MzWBmB9xlLI0NlFZ9AZc7oqpmYejrEzg6UnaZDW12r7Wr6zPi5Jf/XAJ04817ym9UqU4mnT/O25YnDX1qmFi25MU91n5Vm5eaGoXqlUF3oGKCNnxmpntxz3D9cszAAAAOwjx/78H/52+fRoaIYTwxNxaZ/O0JK6F03ORUzM1Ae5XVioxom5ybYBWQfVHLi1o6tSkq7FvTTaaqXaHKdkYWYiHk2Px9W768FJYwrihYWZmBiuLWiuXx+rpbimr8/FasvAvOcfTxaVI63WVm7GxXIWnub+Fl6LuNc7+Zi/NlmEXd0ClBS8nEllJ4OMowIAAABbkHKToRdf/MLao0e/Vy7aXfWpaMdiaXL/z35zkKXKlesL1ahsYgDWgyCFOvXZk9YH1wUAAODoevr0aTx58qR8tTNefvnUEey2cwSl6pNrk3OxuokBWPe7oXM3YmYiYm5ScAIAAMCzJTw5IoouM9PLXbvvHDRFJU21EsvTKpYAAAB49va02w4AAADATtFtBwAAAGAPCE8AAAAAMvY0PEmz7cyW090CAAAA7EcqTwAAAAAyhCc8E2kq4cXFG7s2s8+5G4uxeONc+ao+I8+NxcW4cU5VEwAAANsjPNlBRQO+1mBvfcxOjZbv7j+NgKHzmBuPrQYPqTvWW9VKrM7djrtrezOV8Nra3bg9txqV6oIABQAAgG0Rnuy01bmYHB+P06dPx/j0cgxPzOzbxnsKGK7WjjMda+sjHXftROLxe/X1NiMFMtdnJmJ4eTou3Fwpl+6NlZsXYrIIUK7vWgUMAAAAh4/w5Fmavx8phqicOlt/fQAMDY3G5fOViOU7cXNl81UjI5fPR6V21tPX5ssle+vBrTu1o6lE9frBuQcAAADsL8IT2p29FBPDqzF3e/PhR6o6uTQx3LO7TjEOyuxUjHZ0F+qszKmPl9LShahlLJOGznWqlfKNDo3uO1E5pfoEAACALRGePEP1KoytBRF7oVl1sroU9x6UCzfj7KnifJdyPzw8ETML1Yjpetemzm41KRSpv112fRqfjuVKtX0w2GKdEzE3WV8nPYqeRj08uLdUO6pKHKACIAAAAPYR4clOK8KBhaIaYmbiUUyPX9xS95c9MXImxoZTj51bsbKFgV5HnjtR+/NRPOwTvCxPj8fVu/Xt14ONE/HcyHp401q50lk5sr7O64Nf1wf3Yqm2iRNpJwAAALBJwpOdVg4YWx90tRLnL7c32FPjf2q2pUtK8ZiNqdH1LiW7uU6rs5cmYrh2/NsqlFl9HPlxZpfjfsv211ZuxoXTF8og5GQcH07500zbMc9M1BY2lAHPo34JTRfDx0+WzwAAAGBwwpNnZO3u1aIryfDEpbaxNtbWVuLmhc4ZbhrhQd1urtOQpheujxO7taqTpuHjsd2IIlWmtB9zelzd9rTHq1uZPggAAIAjT3jyDM3f7159sh8VVScdVSGb9eDho9qf9S44W/NePC566GQGJ3nwMIq9tOwkDVR7qseAsYVtVKsAAACA8ORZmr8dabiO4bEzMbqPZ3ppVJ30miVnYMXUzMMxdmZr6UmqlLmXBiepVDfMwNOQxkBJmVTjmqbg5PpCNfLZydi2gyEAAACOLuHJM5TCgFt3ir47cWkfz/TSqDq5c2t7lRnNYKOjq9JmrNy8UM7AUx90t/lomW1n/tpkzEV9YN6Fcuae9DPdpHFfzhSj4N7fdrcfAAAAjqahF1/8wtqjR79XvtxdqeLhrZmxWJo8QDPSkNWsBFmejtNX75ZL987o1Gw569E14QkAAMAh9/Tp03jy5En5ame8/PIplSfsrFR9cm1yLlYr1ZidGi2X7o2hczdiZiJiblJwAgAAwNYJT9hxafrhi9PL2+q+s11FBUy1EsvTqpoAAADYnj3ttgMAAACwU3TbAQAAANgDwhMAAACADOEJAAAAQMaxT37yE+VTAAAAAFql3OTYT37y0/Il+1Wacndx8cauzVxz7sZiLN44V76qz1xzY3Exbpzbm5lzAAAAYK+k3OTYn/3Zj8uXu6donNca462P2anR8t39bXRqtn7MLeFCp0HWGdTQ6FS8Va3E6tztuLu2N1Purq3djdtzq1GpLghQAAAAOFJSbrJ3Y56szsXk+HicPn06xqeXY3hiZl83zFOIMbu4GK/FnZhbLRd2GGSdzUgVH9dnJmJ4eTou3Fwpl+6NlZsXYrIIUK7vWgUMAAAA7Af7Y8DY+fuxXPurcups/fU+Uw8xxmJpcjwu3nqvXNpukHU2a+Ty+ajUrsz0tflyyd56cOtO7WgqUb2+P+8TAAAAPAtm2xlA6rZy9fSFuLnSu9vMIOtsRgpjLk0M9+yuU4yDMjsVo+V4JI3uT53VO/XxUtbf79aVqHOdaqV8o0Oj+05UTqk+AQAA4MjYF+FJvcJiNeZu748Ki33h7Knimizde1Au6GJ4ImYWqhHT9e5Pnd1qUihSf7vsHjU+HcuVavtgsMU6J2Jusr5OekynMqAeHtxbqh1VJfZpkRAAAADsuL0LT4qG/0JR6TAz8ajWwL+4Y1Ubh8HIcydqfz6Kh5nsJFmeHo+rd+vXrR5snIjnRiKGhkbj8vn2gWY7K0fW13l98Gv/4F4s1TZxIu0EAAAAjoA9HzA2DRZba83H+cvtjfHUsJ+abeluUjxmY2p0vbvIbq6zJ1YfR370lOW431Kss7ZyMy40uw6djOPDKaOaaTuvmYnawoaRMzFWe/moX0LTxfDxk+UzAAAAONz2vNvO2t2rRTeR4YlLbeNorK2txM0L9W4k64/2MUV2c509MXw8thtRpMqU9vNKj6vbnvZ49fHODIoLAAAA+92+GPNk/n736pOj7MHDR7U/611wtua9eFz00MkMTvLgYRR7adlJGqj2VI8BYwvbqFYBAACAg2hfhCcxfzvSUBzDY2di1CwudcX0zcMxdmZr6UmqprmXBiepVDfMwNOQxkBJuVXjuhfTLS9UI5+djNWOqr27EAAAABxm+yI8SQ39W3eKvjtxaZ/O4nLuRn3MkIWFmSiGDUmz1nSMjTLIOoNqBhsd3Zk2Y+XmhXIGnvrAvM1Hy2w789cmYy7qg/culDP3pJ/pJo0NcyaVnSzf33a3HwAAADgohk6ePLn2wx/+sHzJftKsBFmejtNX75ZL987o1Gw5M9I14QkAAAD7ztOnT+PJkyflq53x0ksv7ZNuO3SVqk+uTc7FaqUas1Oj5dK9MXTuRsxMRMxNCk4AAAA4WoQn+1yafvji9PK2uu9sV1EBU63E8vTFvZ+BCAAAAHaZbjsAAADAoaDbDgAAAMAeEJ4AAAAAZAhPAAAAADKEJwAAAAAZwhPapCmJFxdvNGf2GRoajanZxVi8ca543Uv952rrNR591t+O0anZWJyditHM7ENphqAbteO4cW5vZigCAADg8Dj04cm5Gy0N+vIxOzVavru/FSFBOuYeQUTnuW03KBganYq3qpVYnbsdd9c2NyXx2t2rcfr06Rgfn4y51XLhHlpbuxu3awdSqS4IUAAAANiWo1F5sjoXk+Pj9cb99HIMT8zs6wZ1CjFmFxfjtbjTM4hIwUk1potzapzXdoKCVKlxfWYihpen48LNlXLpwbZy80JMFgHK9WYlDQAAAGzW0eu2M38/lmt/VU6drb/eZ+ohxlgsTY7HxVvvlUs3unv1dJy+erd8VTN/uwhatnpeI5fPR6V2ZaavzZdLDocHt+7UzqoS1ev7834DAACw/xnzZJ9J3U2unr4QN1c2121mO1Jgc2liuG93nWY3ovToM+ZIL23bSI+BuiTNxtRo7301KnW6rdfovhOVU6pPAAAA2JIjF57UKyxWY+724aqwiDgZx4cjVh/3rlbp6eyp4pos3XtQLuiiUo2ZsaWi+9P4+HQsD0/EzCarOdKgsq/F6+tdjdJ2atttHYOmMdBr9URLV6vx1yPOdN9XMU5L2d3odI/Q6cG9pdrZVWKfFhsBAACwzx2N8CQ19BcWiiqGmYlHMT1+cVcrO3bD2evV/gFIDyPPnaj9+Sge5n40jRtz8VasrK1tuZojDSrbOp5K2s795drtOX6yXNLSfajcV7K2thI3b7Z0UWoYubwenLR2Yer04F4s1Q73xHMj5QIAAAAY3JEaMDYNqlpr8cf5y+2N6OZ0vM1uIhu7gOzmOptVDB5bSaf5+tZDodXHka1ZefSwGWYkDx4+qv15IjabR3TOEJSOu9XJVD6zfL//bD8pEBskOGnRGtIAAADAoI5Ut51U+ZDyk+GJS20VE0Vlw4V6V5L1R3sXkN1cZzPSGCL14GRye7PkDB+PzUcLfapVOtRDnuWYLrvjpEeRZ5VSsFQUwQwiBWLphzu6/eRsqUsTAAAAR96RG/NkPvUT6VJ9chClMURmJlKlxvamF95KFUnR1adftUqLNJbJqVRlkqkqScFScSiDdgeav1ZMRdx36umRMzFWu0yPNpP0AAAAQOnIhSeNKX2Hx85sabaY/SIFJwup5GQT3VZ6KqZvHo6xM4OlJ2mQ1tcmhmP5zvq4JP29F49r1z1OPNe87o3uRq3mb88Vg7u2Ti1cdHWa6j4rz8rNC0X1SqW60DNAGTkzVju75bh/2MYIBgAAYFccufAkVTfculP03YlL+3T2lca4IAsLM5EKS1LXlNaxUVKYcPl8mTo031t/ZKswumgO3NrRnSlJ1+teGm21ZT8LMxPxaHo8rt5dD04aUxD3Oubiur8+F6stg/eefzxZVI60Wlu5GRfLWXia+1t4LeJe7+Rj/tpkEYh1C1DStTqTyk4GGUcFAAAAuhg6efLk2g9/+MPyJUdV6lZzfaEalZ2oZNlHUqhTn2HpmvAEAADgkHv69Gk8efKkfLUzXnrppSPYbYeuUvXJtcm5WK0MPgDrflcfEyZiblJwAgAAwNYJT2gqusxML3ftvnPQFJU01UosT1/c+vTNAAAAUKPbDgAAAHAo6LYDAAAAsAeEJwAAAAAZwhMAAACADOEJAAAAQIbwBA6gNA3z4uJi83FYppcGAADYj9pm2xmdmo2ZieHiedPydJy+erd8Aey1czcWo1pZjblJ0zADAAC02r3ZdlbnYnJ8PMbHJ2NutVwG7Aup4kRwAgAAsLt024ED5OypSsTyHcEJAADALmoLT04e7+iy08XQ6FTMtoy1UDxunCvfrescj6HbOjlDQ6MxNdvx8x3baayTxnpI3Y2a789OxejQULFOQ9v7LdtoNcgxD7SdHtdnaOhc3Gj5mfp6szE1Wj/W1BVjcfFGnCuPfcPxtOyreX069l9so2VZ8brlenQeQ8OO3a8+x5P0uoYDX5/m9W25Vi2flxvnWtbPnHvXc255NLaT5O7FZuS+O/V9rJ9T/Xw71qmd53MnIlYfv9f+fst51q/v+nVraOw7ndcg+xpUsb9u17ncV0Pu3Bty36/We9z+WD+PZLD7Xv+Z1s9YY710zINcQwAA4GjZWHny6GGsrGV+q33yeAxH6jYwHqdPn47p5XJ5KTVOFqqVWJ6uv7+t7j9pvJXaNhqPzn0lwxMzMTO2tN7VKCZi5vrZ8t16g2xm4lFM196vH890LFeqGxpuI6lVGsvFet2OedDt9Lo+a2t349rkXKzWfqaz8ZWuWbWS9n0t7tauff0aRv99bdLZ69WolM8bdvR+9ZH29Vq8Xuyn9bxSADbo9Zkvr+/qaiVONW7z2UvROVRPp85zX7t7df040n5b7ll6XL1b/w7s6L3o891pqJ9vfb3G/urX5GSkfDN95qtR/250fuYf3LpT+xQPx9iZkeJ1w9lLEzG8Ohe358sFpd772rwUQFyvXaxK2fWvcQ0LA/x3o9dno03LfxPqn9VKVN+63AxLOnX7zPez2WsIAAAcfs3wpPFb7cE8iocPyqcdGiHE/d1qYKSG2sVbReCztrYS95ZqLf/KqfpvlmuNuUu1VvXydD2USIpGemq5Vc5v+M1yrD6O98qnrTa9nR7XZ23lZlys/Uylej3W452zcb0IL8rgpHYfLp+v1E7rdtu+bqdEozyvrag3kssXLXbzfqXA4sLNlfJV/bzu1y7h8PGT9dcDXJ+6R7FUu8+V8/VGc+rKsjo3XYQ+J55rb/Amvc69n2dzL3p/dxqKrjmrS3Gvtl7jGlWaSVFNyyDO6TN/687657B5TcfOtFVf1Hv71L8nrfrua2C1+9QITsrv40a9z73fZyOrR+C71fu+2WsIAAAcfi2VJ/XfaqcuATlFY7tHyJA8ePio9mdLVcCz1tFwqu//RBRt6LOnakeyGhtO6b3HtaXD0douy3ZZ2sR2+l2f1EicXq5EdWai9pPDMTFTa3DWGsPrv6Vfry5o7Z6wYRakJFVAtKzTu6E4UoYA9YCh1Y7erwGOp62LSJd1+l+fmtr1vXdvKVaHx+LM2ctxvrIaS/d6XfHe597fJu7FAPp9NtJ9qC4s1K9JpgJsw3e043M4f3uudm0m4lLjnhaf386AbLB9DaS2r5k+wUn/c+//2Si0fMYWFmZi4lGv2cC2c98HvYYAAMBRsR6ejDwXqQahnyJkyDS2UuM3dYM4UV1Yb+Bsra25a5pVN9ttRNb0uz6Nfa0uL9cavKuxvFyUS2zodtDoRtP+uNpSfVEzQLem5OTl12Ii5uL1Wxubrjt6v/ocT2oc17vfrJ9b5zr9rk+9Uqbmwa24szwcE9WJGF6+E7d6VDTkzn1QA92LAfT7bNT2VFybXvcx4r14PEgQ8OBe1Auw6i3/emXOevVMXb99bcLqXEynhKI1bOjQ79wH+WwUOj9jkcKU9nFPkm3f94GuIQAAcFQ0w5ORM2ORxiRYSvX7PTQbtpnqlGLcg1Q1UDZynuUYGt3UG9dl94AulSGFYvyF1t8i1ysMlnv9WnnA7QxyfUYajbrbj4vXj2/fieVao/O1y43uJvUG8ta6TnRR23Y1dTm6cyu63dndul+Nbg+1i5xtgPa/PuuK6oDa/+ZuzxfdV1IRTVs3jz7n3t/O3YtBPhsN76WddgRq6ee6nmNN/bu7/jlc78qTuhal674cd3qkS732tVnv3boYk7UPTqW6sHHMmj7nPuhno5v51L+mUWnWsO37vrlrCAAAHH5FeJIaL2lMj8bYBz0VA3PmA5aRy+ejUjZod1uaDeO12nk0fkOcxtAo2j/V683fTBdhQbX9t8j1QSV7l+QPup1+16dxfO2Nuvli7JThidfKMSsa47ZsfeDODZY7ur202L37VVZNtDTU69UGxdPCINentYIh3ZcLpy/kp+3NnHs/O3ovBvjuNBRdqYaPR4pIGsHCo3KwkCIwajmezs980/z92ic6dc1J3Z56hxK5fW3Wys0LRbXIhgCl77n3/2z0UozZ0m0slW3c96YBr+Egml2Stjno837bDgAAHBVFeHL5rRQe1AynsQs6um+kMQZmp2Kq9o/tNCvL6tzrPRurjYZcrfWbb9DupNYxEGYm4tH0eNvAk3evpvL/+vgO9fOqxom5yWKd9BvxNP1pvZHWuk7LuZeNi9x2ktQYyV2fImwpKzw6G3X1cT7S+B71cCY1Qhu/xW+cW/HYUkNnOaavdQ9GdvN+Fb/Jf70+jkTjM3b+8WRxnsmg1+dUuayntiqK3uc+qJ24F/0+G52a477UrlP6nLWO+bI+qG75OezymU/SoKfFwLZ9grHcvrai/j2pByhpppxBzr3fZ6NNy/c9Paon0sw+rYMJJ/3ue3m+6fNW+9/ETHnu5bsNg17DfhqVN9u137YDAABHydDJkyfX/oe/8w9ibGk9CGiVGj9FA6XnDBp7IzUALr+VGzCyv37bKM49TQm7xe3DXiqm107TeO+z7+5B4hoCAMDB8vTp03jy5En5ame89NJLrbPtZOzAQKr7UfqNdzHZDBwyaZremYmIudc1+rfKNQQAABqKypMf/vCH5cuDYycqT+CwKaqliv4nqzE3eXH3us8dIq4hAAAcXM+q8uTAhicAAAAArfa22w4AAADAESU8AQAAAMgQngAAAABkCE8AAAAAMoQnAAAAABnCEwAAAIAM4QkAAABAhvAEAAAAIEN4AgAAAJAhPAEAAADIEJ4AAAAAZAhPAAAAADKEJwAAAAAZwhMAAACADOEJAAAAQIbwBAAAACBDeAIAAACQITwBAAAAyBCeAAAAAGQITwAAAAAyhCcAAAAAGcITAAAAgAzhCQAAAECG8AQAAAAgQ3gCAAAAkCE8AQAAAMgQngAAAABkCE8AAAAAMoQnAAAAABnCEwAAAIAM4QkAAABAhvAEAAAAIEN4AgAAAJAhPAEAAADIEJ4AAAAAZAhPAAAAADKEJwAAAAAZwhMAAACADOEJAAAAQIbwBAAAACBDeAIAAACQITwBAAAAyBCeAAAAAGQITwAAAAAyhCcAAAAAGcITAAAAgAzhCQAAAECG8AQAAAAgQ3gCAAAAkCE8AQAAAMgQngAAAABkCE8AAAAAMoQnAAAAABnCEwAAAIAM4QkAAABAhvAEAAAAIEN4AgAAAJAhPAEAAADIEJ4AAAAAZAhPAAAAADKEJwAAAAAZwhMAAACADOEJAAAAQIbwBAAAACBDeAIAAACQITwBAAAAyBCeAAAAAGQITwAAAAAyhCcAAAAAGcITAAAAgAzhCQAAAECG8AQAAAAgQ3gCAAAAkCE8AQAAAMgQngAAAABkCE8AAAAAMoQnAAAAABnCEwAAAIAM4QkAAABAhvAEAAAAIEN4AgAAAJAhPAEAAADIEJ4AAAAAZAhPAAAAADKEJwAAAAAZwhMAAACADOEJAAAAQIbwBAAAACBDeAIAAACQITwBAAAAyBCeAAAAAGQITwAAAAAyhCcAAAAAGcITAAAAgAzhCQAAAECG8AQAAAAgQ3gCAAAAkCE8AQAAAMgQngAAAABkCE8AAAAAMoQnAAAAABnCEwAAAIAM4QkAAABAhvAEAAAAIEN4AgAAAJAhPAEAAADIEJ4AAAAAZAhPAAAAADKEJwAAAAAZwhMAAACADOEJAAAAQIbwBAAAACBDeAIAAACQITwBAAAAyBCeAAAAAGQITwAAAAAyhCcAAAAAGcITAAAAgAzhCQAAAECG8AQAAAAgQ3gCAAAAkCE8AQAAAMgQngAAAABkCE8AAAAAMoQnAAAAABnCEwAAAIAM4QkAAABAhvAEAAAAIEN4AgAAAJAhPAEAAADIEJ4AAAAAZAhPAAAAADKEJwAAAAAZwhMAAACADOEJAAAAQIbwBAAAACBDeAIAAACQITwBAAAAyBCeAAAAAGQITwAAAAAyhCcAAAAAGcITAAAAgAzhCQAAAECG8AQAAAAgQ3gCAAAAkCE8AQAAAMgQngAAAABkCE8AAAAAMoQnAAAAABnCEwAAAIAM4QkAAABAhvAEAAAAIEN4AgAAAJAhPAEAAADIEJ4AAAAAZAhPAAAAADKEJwAAAAAZwhMAAACADOEJAAAAQIbwBAAAACBDeAIAAACQITwBAAAAyBCeAAAAAGQITwAAAAAyhCcAAAAAGcITAAAAgAzhCQAAAECG8AQAAAAgQ3gCAAAAkCE8AQAAAMgQngAAAABkCE8AAAAAMoQnAAAAABnCEwAAAIAM4QkAAABAhvAEAAAAIEN4AgAAAJAhPAEAAADIEJ4AAAAAZAhPAAAAADKEJwAAAAAZwhMAAACADOEJAAAAQIbwBAAAACBDeAIAAACQITwBAAAAyBCeAAAAAGQITwAAAAAyhCcAAAAAGcITAAAAgAzhCQAAAECG8AQAAAAgQ3gCAAAAkCE8AQAAAMgQngAAAABkCE8AAAAAMoQnAAAAABnCEwAAAIAM4QkAAABAhvAEAAAAIEN4AgAAAJAhPAEAAADIEJ4AAAAAZAhPAAAAADKEJwAAAAAZwhMAAACADOEJAAAAQIbwBAAAACBDeAIAAACQITwBAAAAyBCeAAAAAGQITwAAAAAyhCcAAAAAGcITAAAAgAzhCQAAAECG8AQAAAAgQ3gCAAAAkCE8AQAAAMgQngAAAABkCE8AAAAAMoQnAAAAABnCEwAAAIAM4QkAAABAhvAEAAAAIEN4AgAAAJAhPAEAAADIEJ4AAAAAZAhPAAAAADKEJwAAAAAZwhMAAACADOEJAAAAQIbwBAAAACBDeAIAAACQITwBAAAAyBCeAAAAAGQITwAAAAAyhCcAAAAAGcITAAAAgAzhCQAAAECG8AQAAAAgQ3gCAAAAkCE8AQAAAMgQngAAAABkCE8AAAAAMoQnAAAAABnCEwAAAIAM4QkAAABAhvAEAAAAIEN4AgAAAJAhPAEAAADIEJ4AAAAAZAhPAAAAADKEJwAAAAAZwhMAAACADOEJAAAAQIbwBAAAACBDeAIAAACQITwBAAAAyBCeAAAAAGQITwAAAAAyhCcAAAAAGcITAAAAgAzhCQAAAECG8AQAAAAgQ3gCAAAAkCE8AQAAAMgQngAAAABkCE8AAAAAMoQnAAAAABnCEwAAAIAM4QkAAABAhvAEAAAAIEN4AgAAAJAhPAEAAADIEJ4AAAAAZAhPAAAAADKEJwAAAAAZwhMAAACADOEJAAAAQIbwBAAAACBDeAIAAACQITwBAAAAyBCeAAAAAGQITwAAAAAyhCcAAAAAGcITAAAAgAzhCQAAAECG8AQAAAAgQ3gCAAAAkCE8AQAAAMgQngAAAABkCE8AAAAAMoQnAAAAABnCEwAAAIAM4QkAAABAhvAEAAAAIEN4AgAAAJAhPAEAAADIEJ4AAAAAZAhPAAAAADKEJwAAAAAZwhMAAACADOEJAAAAQIbwBAAAACBDeAIAAACQITwBAAAAyBCeAAAAAGQITwAAAAAyhCcAAAAAGcITAAAAgAzhCQAAAECG8AQAAAAgQ3gCAAAAkCE8AQAAAMgQngAAAABkCE8AAAAAMoQnAAAAABnCEwAAAIAM4QkAAABAhvAEAAAAIEN4AgAAAJAhPAEAAADIEJ4AAAAAZAhPAAAAADKEJwAAAAAZwhMAAACADOEJAAAAQIbwBAAAACBDeAIAAACQITwBAAAAyBCeAAAAAGQITwAAAAAyhCcAAAAAGcITAAAAgAzhCQAAAECG8AQAAAAgQ3gCAAAAkCE8AQAAAMgQngAAAABkCE8AAAAAMoQnAAAAABnCEwAAAIAM4QkAAABAhvAEAAAAIEN4AgAAAJAhPAEAAADIEJ4AAAAAZAhPAAAAADKEJwAAAAAZwhMAAACADOEJAAAAQIbwBAAAACBDeAIAAACQITwBAAAAyBCeAAAAAGQITwAAAAAyhCcAAAAAGcITAAAAgAzhCQAAAECG8AQAAAAgQ3gCAAAAkCE8AQAAAMgQngAAAABkCE8AAAAAMoQnAAAAABnCEwAAAIAM4QkAAABAhvAEAAAAIEN4AgAAAJAhPAEAAADIEJ4AAAAAZAhPAAAAADKEJwAAAAAZwhMAAACADOEJAAAAQIbwBAAAACBDeAIAAACQITwBAAAAyBCeAAAAAGQITwAAAAAyhCcAAAAAGcITAAAAgAzhCQAAAECG8AQAAAAgQ3gCAAAAkCE8AQAAAMgQngAAAABkCE8AAAAAMoQnAAAAABnCEwAAAIAM4QkAAABAhvAEAAAAIEN4AgAAAJAhPAEAAADIEJ4AAAAAZAhPAAAAADKEJwAAAAAZwhMAAACADOEJAAAAQIbwBAAAACBDeAIAAACQITwBAAAAyBCeAAAAAGQITwAAAAAyhCcAAAAAGcITAAAAgAzhCQAAAECG8AQAAAAgQ3gCAAAAkCE8AQAAAMgQngAAAABkCE8AAAAAMoQnAAAAABnCEwAAAIAM4QkAAABAhvAEAAAAIEN4AgAAAJAhPAEAAADIEJ4AAAAAZAhPAAAAADKEJwAAAAAZwhMAAACADOEJAAAAQIbwBAAAACBDeAIAAACQITwBAAAAyBCeAAAAAIfalStXymfd9XtfeAIAAAAcer0Ckn7BSSI8AQAAAI6EzqBkkOAkEZ4AAAAAh9obb7xRPlsPTFqDk9b3uxGeAAAAAIdetwAl6RecJMITAAAA4EjoDEoGCU4S4QkAAABwZDQCk0GDk0R4AgAAABwpmwlOEuEJAAAAQIbwBAAAACBDeAIAAACQITwBAAAAyBCeAAAAAGQITwAAAAAyhk6ePLlWPj8SPvbxofjFX/1E+ardH/3+T+PDD3pfjuHh4fjc5z4Xv/3bv10uOTh+5md+Jv7cn/tz8fjx43LJ3vrEJz4Rv/iLvxh/8Ad/UC6Bw+znYvjXPx+//KmIP/69b8d7f1guBgAADoShX/3VXy3SgrW1emjQ+LtTr+UHzSc+dSxGXv50+ardg3d+FD99/6Py1UanTp2KX//1X48333yzXHJwfPazn43f+I3fiMXFxXLJ3tpvxwMAAABDQ0Pls7r664j/H2COj1259Z1cAAAAAElFTkSuQmCC)**

**Вывод**

При написании программы были улучшены знания ООП, а также изучены ассоциативный массивы и написано красно-чёрное дерево на их основе.